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Abstract
Epidemiological surveillance systems evolve with time, depending on the context and the data already collected. Then, the software used must evolve in order to meet requirements. However, introducing new requirements in order to update the software takes time, is expensive and may lead to the problem of software regression. The problem of failed software developed for epidemiological surveillance are often the result of an unsystematic transfer of business requirements to the implementation. This problem can be avoided if the system is established using a well-defined framework/architecture permitting the rapid development/update of the surveillance software. Empirical research shows on the one hand that Model Driven Techniques such as Model Driven Architecture (MDA) are more effective than code-centric approaches for the development and the maintenance of software. On the other hand, Agile Processes such as Scrum are more effective than Structured Processes when requirements are subject to frequent change. Researchers demonstrated that developers of medical software such as epidemiological surveillance software are experiencing difficulties when following Structured Processes and code-centric approaches. The main goal of this empirical study was to apply the combination of Scrum and Model Driven Architecture for the development of epidemiological surveillance of tuberculosis. During this research, we found the approach ease of use and very useful when the MDA tool can generate the complete source code. It has had positive effects on programmer productivity and satisfaction, cost-effectiveness, timelines and customer satisfaction. In addition, we learned that to involve non-informatic experts in the development/update, the modeling user interface must be as simple as possible.
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I INTRODUCTION

Over the centuries, communicable diseases have always been one of the main problems for human health because they spread rapidly and result in high mortalities. Currently, respiratory infectious diseases such as Influenza, Coronavirus disease, Tuberculosis (TB) are in the top of the most killers globally. Effective management of these diseases requires to put in place epidemiological surveillance systems. Epidemiological surveillance systems enable the collection, analysis, and interpretation of data, closely integrated with the dissemination of these data to the public health practitioners, clinicians, policy makers and the general population for preventing and controlling disease and injury. To be usable, epidemiological surveillance systems use surveillance software to provide timely, accurate, comprehensive and update information to stakeholders [28, 49, 54–56]. Depending on the data gathered on the field, the epidemiologists may need to collect a new parameter in order to explain a phenomenon. For example, collect the data on the height of the patients in order to calculate their body mass index and understand why some of them are dying the most. This task may be done by using supplementary materials such as paper forms or spreadsheet software and lead to the problem of data integration [6]. In fact, at the end of data collection, the data obtained using supplementary materials must be put together with the other data. To collect new data, another solution consists of updating the software used for the surveillance. This solution is expensive and may lead to the problem of software regression [61] because bugs can be introduced during the source code update. These problems occur because of the problem of failed software developed for epidemiological surveillance.

The problem of failed software in the health domain is often the result of an unsystematic transfer of business requirements to the implementation [44, 47]. In the case of epidemiological surveillance, this problem can be avoided if the system is established using a well-defined framework/architecture permitting the rapid development/update of the surveillance software by non-informatics experts such as health workers.

Model Driven Techniques in general relies on models and model transformations for the development, maintenance and evolution of software [40, 48, 64]. Through the architectural separation of concerns, the Model Driven Architecture (MDA) in particular assumes the evolutivity, portability, interoperability and reusability [10, 15, 68]. Graphical modeling permits non-informatics experts to be able to build graphical models and automatically generate their software. Empirical research shows that the main motivations for companies to use Model Driven techniques are cost saving, rapid development / update / maintenance, improvement of productivity, software quality, and the maintaining the architecture consistency from analysis to implementation [32, 33, 39, 59]. Model Driven Techniques experience incredible success in many domains such as automotive, business process engineering, and embedded systems [64]. In the health domain, many authors has proven that Model Driven techniques is an effective approach for the development of health software [11, 14, 20, 47, 53, 57, 62].

Translating requirements to a solution using either code-centric or MDA approach requires the use of a software development process. Software development process defines a scheme to structure and manage the various aspects of the development which are requirements elicitation, design, implementation, verification, maintenance. Software development processes are grouped into Structured Processes such as the waterfall or V-model and Agile Processes such as Scrum [46]. With Structured Processes, specifications are fixed in advance and the software is developed and delivered thereafter. In the health domain, empirical research demonstrated that software developers experience difficulties when following Structured Processes [31, 38,
In the particular case of epidemiological surveillance of diseases like Covid-19, it can be very difficult to capture all the requirements at such an early stage of a project. In addition, any change introduced once a project is underway can create cost and budget overruns. However, Agile software development processes such as Scrum [9] experience great success in software development organizations [29, 42, 45]. Many empirical studies report significant benefits being gained from utilising Agile practices such as reduce costs, reduce time to market and increase quality [31, 34, 38, 65].

Many authors have written about the benefits of deploying Agile [21, 27, 30, 31, 34] on the one hand and Model Driven Techniques [11, 14, 20, 24, 53, 57, 62] on the other hand to develop health software. But, unfortunately, the percentage of empirical studies be them surveys, experiments, case studies or postmortem analyses that provide data to illustrate the effects of the combination of Agile and MDA approaches over different quality characteristics such as productivity of the development team and satisfaction of stakeholders is still very low, which hampers the generalizability of the results. Thus, our main contributions are:

- to provide empirical data that contributes to giving a scientific answer to the following research question: how to combine Scrum and MDA to develop and maintain epidemiological surveillance software?
- provides a framework based on MDA that can be used for the rapid development of any epidemiological surveillance system.

The remainder of the paper is organized as follows: Section II presents the research context; Section III presents the MDA approach and Scrum Process; Sections IV and V present respectively the research design and the research results; Sections VI and VII present respectively the threats to validity and related works. We end with the conclusion in Section VIII.

II RESEARCH CONTEXT

The EPICAM\(^1\) (Epidemiology in Cameroon) project aims to improve Cameroon’s health system by strengthening the Health Information System. Given the problem of failed software developed in the health domain [44, 47], the project of academic (University of Yaounde I in Cameroon\(^2\)), clinical (fifty hospitals in Cameroon), epidemiological (Centre Pasteur du Cameroun\(^3\) - Epidemiology and Public Health department and NTCP), and industrial (MEDES\(^4\) in France) partners were set-up. It aims to provide methodologies, methods, models and tools for improving the development of epidemiological surveillance of infectious diseases. Firstly, a pilot project consisting to set-up the epidemiological surveillance of Tuberculosis (TB) was put in place. In effect, given the burden of TB in Cameroon, the government has put in place the National Tuberculosis Control Program (NTCP). Thereafter, the NTCP has set-up epidemiological surveillance. Even if some tools like Microsoft Excel are used, this system is mainly manually managed. Given the limit of the manual management [13, 62], the NTCP expressed the need for an electronic system. Thus, the purpose of the pilot project was to describe the methodologies, methods and tools for the development of epidemiological surveillance of TB and to investigate factors considered as important for its adoption.

Given the limits of the code-centric approach [39] and the structured process [31, 38, 44, 65] for software development, Scrum as the process which aims to describe step by step the develop-

---

\(^1\)http://www.medes.fr/fr/nos-metiers/la-e-sante-et-l-epidemiologie/la-tele-epidemiologie/projet-epicam.html
\(^2\)https://uy1.uninet.cm
\(^3\)https://www.pasteur-yaounde.org
\(^4\)http://www.medes.fr
opment of epidemiological surveillance software and the MDA approach which aims to define models and automatically generate the software were adopted.

III MDA AND SCRUM

Epidemiological surveillance software can be developed on the one hand using a code-centric or a MDA approach. With the code-centric approach, generally, the developers use languages like Unified Modelling Language (UML) and methods like Unified Process (UP) or Merise in the analysis and design steps. The conceptual model such as class diagram/Entity Relational model is usually designed at once and used to develop the software [10]. With the MDA approach, the conceptual model such as Platform Independent Model (PIM) and Platform Specific Model (PSM) are used to automatically generate the executable source code [8, 15]. Then, we choose MDA in this research because related research [39] shows that it improves programmers productivity and satisfaction, shortens development time, improves software quality, and promotes reuse of tools and models and saving costs.

On the other hand, whether code-centric or MDA approaches are used during the development of a software, there is a need for a software development process [31, 38, 65]. Given that epidemiological surveillance systems evolve faster, the recommended process is Agile. While several agile development processes have existed for some years, a large number of software organizations have implemented agile processes such as Scrum [65]. Then, in this research we used Scrum.

In the next subsections, Model Driven Architecture (Subsection 3.1) and Scrum (subsections 3.2) are presented.

3.1 Model Driven Architecture

Model Driven Engineering (MDE) is a software development approach based on the use of models to develop software artifacts. Its goal is to improve the productivity and maintainability of software by raising the level of abstraction from source code to high-level domain-specific models such that developers can concentrate on application logic rather than implementation details [8, 33, 48, 64]. It is identified by several paradigms whose Model Driven Architecture (MDA). MDA [8, 10, 15, 40] is promoted by the the Object Management Group (OMG) as an architecture and a framework for software development based on models.

Globally, the MDA approach (Figure 1) is an approach to software specification, design, and implementation which provides guidelines for structuring software specifications that are ex-

---

5https://www.omg.org/
pressed as models. It focuses on forward engineering in which the executable source code is (semi)automatically generated from abstract, human-elaborated modeling diagrams such as a class diagram [20, 47, 53, 57]. A class diagram describes the structure of a domain by identifying the domain classes (e.g., patient), their attributes (e.g., age, sex), their operations (e.g., calculate a body mass index) and the relationships amongst classes (e.g., the relation between a patient and his/her appointments at the hospital) [14, 18]. Models are used throughout the development life cycle of an application, that is, from the application specification to code generation. For the generation task, the MDA approach proposes to provide developers with automation tools [10, 23]. When adopting the MDA approach, a natural counterpart is the framework which is the body of code that implements the aspects that are common across an entire domain. This framework allows us to link the business level and the information technology [15, 47].

The two key concepts of MDA are models and transformations. All the models are well defined by a modeling language, itself defined by syntax and semantics in a meta-model. The transformation from one model (e.g., requirements) to another model (e.g., design) is a systematic process explicitly defined by transformation rules. During the development of applications using the MDA approach, the business models as a result of the discussion between domain experts and modeling experts are (partially) automatically transformed through the three models layers ($\text{CIM} \rightarrow \text{PIM} \rightarrow \text{PSM}$) [14, 15]:

- **Computational Independent Model (CIM):** presents exactly what the system is expected to do. It hides all the information technology related specifications to remain independent of how the system will be (or currently is) implemented;
- **Platform Independent Model (PIM):** obtained from the CIM, the PIM is exactly what its name denotes: a model that is free of specific hardware or computing platform requirements and constraints. An example of a PIM is the class diagram modeling the domain and presenting the entities and the relationships between these entities;
- **the Platform Specific Model (PSM):** The PIM constructed can be transformed (manually or automatically) into one or more PSM for different target platforms by integrating platform specific details to the PIM;
- **Executable source code:** The PSM is used to generate the software solutions which are application source code, configuration files, component descriptor files, deployment files, build scripts, documentation, etc. Depending on the maturity of the MDA tool-set, code generation varies from significant to substantial or, in some cases, all the source code is generated.

Model Driven Techniques make a greater impact in the software engineering domain. Researchers claim several advantages over code-centric approaches among which [32, 33, 39, 59, 64]:

- Improve productivity and shorten development time by increasing automation (generating code and other artifacts from models) and promoting reuse. For instance, Martínez et al. [39] demonstrate that maintaining Web applications using Model Driven Techniques improves the performance of developers.
- Improve software quality by: earlier detection of bugs, maintaining the architecture consistency from analysis to implementation, improving communication and information sharing among stakeholders, and enabling traceability throughout software development artifacts.

In the domain of health, the literature review shows that the MDA approach has been widely used [11, 14, 20, 47, 53, 57, 62]. To cite a few:
• Hajou et al. [44] showed how Model Driven techniques can be used to overcome the difficulties of adapting pharmaceutical software to the standard by proposing a rapid update of pharmaceutical products;
• Schlieter et al. [47] showed how an MDA approach can be used in order to build a method, fundamental for a systematic creation of an application system. Their use-case is a software for IT based workflow support for an interdisciplinary stroke care project;
• Curcin et al. [36] presented a work on the use of MDA to build tools which allow non-IT experts to model their requirements and to generate data collection tools for medical organizations;
• Blobel and Pharow [16] presented a work done in Germany consisting of the establishment of a health telematics platform combining card enabled communication with network based interoperability;
• Jones et al. [11] presented the use of MDA to develop m-health (Mobile-health) application providing an integrated set of personalized health-related services to users;
• Rayhupathi and Umar [24] proposed the use of MDA to develop a system capable of tracking patient information.

Concerning the domain of epidemiological surveillance, we found some tools such as Imogene\(^6\), Magpi\(^7\), Open Data Kit(ODK)\(^8\) generally used for the modeling and the generation of data collection software. However, epidemiological surveillance software involved more features.

3.2 Scrum

Agile software development Processes started officially when the agile movement presented the agile manifesto in 2001. The agile manifesto contains the central values which proposes to place more emphasis on people, interaction, working software, customer collaboration, and change, rather than on processes, tools, contracts and plans during software development [4, 29, 42, 45].

Agile Processes rely on an iterative, incremental and adaptive development cycle which considers that the needs cannot be fixed and proposes to adapt the development to the changes. It’s intended to support early and quick production of working code. In the particular case of health information, it allows fast deployment and adoption [21, 30, 31, 34, 44, 53, 65]. It consists firstly of setting a short-term goal and of getting into the project without delay. Once the first objective is attained, we take a short break and adapt the path according to the situation of the moment, and so on, until we reach the final destination. This helps us to give more visibility, involving the client from the beginning to the end of the project and adopting an iterative and incremental process. In a broader sense, an Agile Process can be seen as a process consisting of an initialization step, iterative steps and incremental steps [4, 7]. While several agile development processes have existed for some years, a large number of software organizations have implemented agile processes such as Scrum [65].

The first reference of the term "Scrum" originates from Japan and refers to an adaptive, quick, and self-organizing product development. Scrum describes how the team members should be organized in order to develop a system using Agile principles [9].

Scrum Process includes three steps: Pre-Development, Development and Post-Development.

\(^6\)https://github.com/medes-imps/imogene
\(^7\)www.magpi.org
\(^8\)https://opendatakit.org/
• **Pre-Development:** the Pre-Development step includes the planning and the design. The planning is done based on the Product Backlog, in collaboration with the customer. The requirements are prioritized, the resources (team, tools, etc.) needed for their implementation are estimated, risks assessed, identification of training needs and verification management approvals made. The design phase is done by defining the architecture based on the Product Backlog List; preliminary plans for the contents of releases are proposed. The design meeting permits us to make decisions about the implementation and preliminary plans for the contents of releases are prepared;

• **Development:** during the development steps, the system is built in Sprints during which the functionalities are developed or enhanced to produce new increments;

• **Post-Development:** this phase is reached when the requirements are completed. The system is ready for the release and tasks such as system integration and documentation are made.

Systematic literature review papers demonstrate the relevance of Agile in industry [4, 29, 42, 45]. Many empirical studies report significant benefits being gained from utilizing Agile practices such as reduce costs, reduce time to market and increase quality [31, 38, 65]. In addition, in October 2012, the Association for the Advancement of Medical Instrumentation (AAMI) released a Technical Information Report (TIR) entitled "Guidance on the use of agile practices in the development of medical device software [27]". The AAMI recognised the shift in the non-regulated software development industry towards more agile practices and the evidence presented from successful adoption of agile practices in medical device software development organizations.

The use of Agile Processes in the health domain is an old practice. Many authors presented its adoption for the design and implementation of health software [21, 30, 31, 34, 44, 53, 65]. However, these studies use Agile to develop health software with the code-centric approach. In this study, we choose to use Agile to develop software using the MDA approach. The next section presents the research design.

### IV RESEARCH DESIGN

The research design was inspired by papers on empirical research methods in software engineering [17, 66]. They describe a number of empirical methods available for software engineering research, examine the goals of each method and analyze the types of questions each best addresses. Theoretical stances behind methods, practical considerations in the application of the methods and data collection are also reviewed. Taken together, these information provide us with a suitable basis for both understanding and selecting a research method from the variety of methods applicable to empirical software engineering research. These works allowed us to design our study. Thus, we designed the research question (Section 4.1), stakeholders involved in the research (Section 4.2) the research methods (Section 4.3), data collection and analysis (Section 4.4), and how the models were constructed and transformed (Section 4.5).

#### 4.1 Research question

On the question on how to develop epidemiological surveillance software, evidence shows on the one hand that Agile Processes are more effective than Structured Processes when the specification cannot be fixed at the beginning of the project [31, 38, 65]. On the other hand, MDA is more effective than code-centric approach during the development and the update/maintenance of the software [32, 39, 59]. Then, given the problem of failed software, our intuition
is that: "meshing Scrum and MDA improves the development of epidemiological surveillance software". This led to the following research question: how to mesh Scrum and MDA to develop and maintain epidemiological surveillance software? We have used the term meshing as the common term for combining, mixing, and coexisting.

4.2 Stakeholders involved

The research team consisted of two persons playing the role of researchers and software developers. Both had a strong background and experience in Scrum and Model-Driven Engineering Techniques and tools. The target population of the research was a big stakeholder group including:

- **The product owner**: working at NTCP, he is the member of the Scrum Team responsible for the prioritization of the features to develop. He also plays the role of interchange belt between the software team and the others stakeholders;
- **The NTCP Staff**: this is the technical staff at the NTCP who are going to participate in the development and the maintenance of the surveillance software. They assists to the Scrum meeting and will be trained on the update of the system;
- **End users**: they are the health workers at the different levels of the health system. They are the final users of the platform developed. They used and validate the different versions developed before the release of the final product;
- **Two epidemiologists**: one epidemiologist from the NTCP and one epidemiologist from Centre Pasteur du Cameroun (CPC). It should be noted that the Service of Epidemiology of CPC monitored many diseases including influenza, HIV, rabies, etc.

The NTCP represented by the Product Owner led the recruitment of the NTCP staff and the end users.

4.3 Research methods

Our aim in this research as presented by the research context (Section II) was to do intensive research on a specific case of the development of epidemiological surveillance software in order to provide a deeper understanding. Then, we choose the case study method because it is suited for understanding the complex real-world setting [22, 25, 65, 66]. The selection of the case of epidemiological surveillance of TB was made because of the NTCP’s interest to replace manual management with software management. However, to understand the current system, we thought it necessary to investigate the opinions (through survey) of the stakeholders about the current system and its replacement with a software approach. Stakeholders allowed us to find a real problem that health software generally faced: this is the problem of failed software mainly caused by the fact that requirements cannot be fixed. In this situation, we completed our methodology with action research. In effect, action research is used in real situations where major challenges cannot be studied without implementing them, and where implementation implies a long term commitment because effect may take time to emerge [17, 35, 63, 66]. In addition, we were having the NTCP willing to collaborate to both identify the problem, and engage in an effort to solve it. Combining empirical research methods is largely accepted in empirical software engineering research [3, 5, 17, 66]. The research methodology is presented by the Fig. 2.

This methodology is composed of the Pre-Intervention Phase, the Intervention Phase and the Post-Intervention Phase. During the Pre-Intervention, the problems at the NTCP are identified, the method to solve these problems and the list of interventions to implement are defined. During the Intervention, the solution to the problem is built and during the Post-Intervention, this
Figure 2: Research methodology
solution is deployed. In the following paragraphs, we present the different research methods and how they were used.

4.3.1 Case Study

The aim of studying the case of the development of epidemiological surveillance software was to portray this development so that it can be reproduced to other epidemiological surveillance. Then, we choose the case study method because it is suited for understanding the complex real-world setting [22, 25, 65, 66]. The selection of the case of epidemiological surveillance of TB was made because of the NTCP interest to improve epidemiological surveillance and the researcher’s interest in understanding the effects of development approach and process during the development. Thus, our aims were to portray and provide a deeper understanding of the development of epidemiological surveillance of TB using a software development approach (either code-centric or MDA) and a software development process (either Structured or Agile). Section 4.5 provides the justification elements of the choice of Scrum and MDA.

4.3.2 User survey

Putting in place an electronic surveillance network requires the collection of user needs, a good analysis of the existing network, information and knowledge of the users in the use of Information Technology (IT) tools. Therefore, to put in place the electronic surveillance of TB in Cameroon, we collected the opinions of the final users at all levels of the NTCP. To this end, we conducted the survey to better document the problem so that the system deployed will be accepted.

The main goal of this survey was to find out what the stakeholders think of the replacement of manual management by software management. The specific objectives were:

- Understand the current network,
- Know how stakeholders collaborate,
- Collect the specific needs of users in the field to complete the specifications already gathered,
- Determine the computer skills of users of the current surveillance network,
- Know the opinion of final users about an electronic network.

It should be noted that survey research is accepted in empirical software engineering research [2, 17, 66]. In the next section, we present action research.

4.3.3 Action Research

Action research is an iterative process in which plans are created, implemented, revised, then implemented, lending itself to an ongoing process of reflection and revision. During this process, findings emerged as interventions are implemented. It is used where major challenges cannot be studied without implementing them, and where implementation implies a long term commitment because effect may take time to emerge [12, 17, 35, 66]. It was successfully used by Adam Alami et al. [63] to study how to implement changes in Free and Open Source Software (FOSS) communities. Thus, the researchers joined with the FOSS community and proposed solutions for improving and enhancing FOSS practices. The study included interviews with FOSS developers in order to seek solutions to their problems.

Like in the case of epidemiological surveillance, there was a clearly identified group of stakeholders that suffered problems. Thus, we collaborated with the NTCP which were using manual
tools for epidemiological surveillance in order to identify the problems they have and the challenges to effectively replace this manual management by the software approach. To this end, we needed a method and a process that fully engaged the stakeholders. That is why we set-up an action research method in which we as researchers and the NTCP as the problem owner were engaged collaboratively to identify the problems and develop effective solutions. This process is constituted by a set of consecutive actions and reflections forming a collaborative approach to research whereby the researcher partners with the subject being studied to achieve a particular outcome [12].

As presented by the Fig. 2, the action research we applied consisted of a set of aggregated interventions to develop epidemiological surveillance software of TB. These interventions involved a series of actions taken during the development of the epidemiological surveillance of TB in order to come up with an effective system. It is organized into the Pre-Intervention, the Intervention and the Post-Intervention phase.

**Pre-intervention phase.** During the Pre-Intervention, we identified the problems and proposed solutions. These solutions are divided to give a list of interventions. Thereafter, we conduct an empirical investigation of the research environment by interviewing health workers at all the levels of the health system. This empirical investigation allows us to identify problems and issues related to the current system. At the end, we identified a shared practical problem that was presented to the NTCP staff. Globally, the Pre-Intervention is composed of the following interventions (see Fig. 2):

1. Establishment of the working group: this is a group of people involved in the whole research;
2. Problem identification: this is the identification of the problems of the current system;
3. Users survey: this is the survey of users of the current system;
4. Specification: this is the description of users needs;
5. Analysis: after the description of users’ needs the analysis allow us to well understand these needs;
6. Identification of the list of interventions: once the system is well understood, the list of tasks to implement in order to provide the solution is defined.

**Intervention phase.** Involves the development of the solution to the problem. It is cyclic, implemented through iterations of planning, implementing, validation, and reflecting [12, 35]. During the Intervention Phase, the list of interventions identified during the Pre-Intervention Phase are implemented. These interventions are executed in iterations (see Fig. 2). Each iteration is composed of the planning, the implementation, the validation, the reflection.

1. The planning consists of selecting a list of intervention and planning their execution. The planning is designed and enhanced iteratively. It is obtained from requirements, precedents implementations, problems encountered, etc. Once these elements are identified, the list of interventions is updated and the planning is updated.
2. The implementation consists to implement all the interventions planned during the planning.
3. The validation consists of the confirmation that the result of the implementation corresponds to the outcome. During the implementation and the validation of the solution, new learning may emerge.
4. The reflection consists of drawn lessons, revise and prioritize the list of interventions. The iteration nature of the process provides us opportunities for improvements to the knowledge, methods, and better understanding of the approaches and methods.
Research method | Data collection | Data analysis
--- | --- | ---
Pre-Intervention | Survey and Action research | Interviews | Open-coding
Intervention | Case study and Action research | Observation and Interview | Thematic coding
Post-Intervention | Case study and Action research | Interview | Thematic coding

Table 1: Data collection and analysis methods

**Post-Intervention Phase.** Once the Intervention Phase is completed, Post-Intervention takes place. It includes all the tasks to implement (deployment, training end users, vulgarization, etc.) in order to make the solution available to the end users.

### 4.4 Data collection

To collect data, we used two data collection techniques: semi-structured interviews and observations. The data were recorded by taking notes in structured form in a notebook. These notes were supplemented with pictures (for instance, the photos of data collection forms). After the data collection, the analysis consisted of labeling and organizing the data in order to identify codes, themes and relationships between them (the summary is given in table 1). It should be noted that in case study research, many authors acknowledge the use of interviews for data collection [19, 25, 65]. Interviews and observations were used for data collection during the action research conducted by Adam Alami et al. [63]. Survey data are collected either using quantitative data or qualitative data such as interviews [3, 5, 17]. In the next paragraphs, we present the data collection during the different phases of the research.

#### Pre-intervention.

The data collection during the Survey was made using semi-structured interviews. The participants were health workers involved in the epidemiological surveillance of TB at the hospital, regional and NTCP levels. These interviews were conducted by the two researchers and one epidemiologist. Each interview lasted between 30 to 45 min and was recorded in a notebook. The text and conclusions were presented to the NTCP staff.

The following open-ended questions were asked to participants:

- How do you manage your data?
- What are the main problems you generally have? What are the solutions you generally use to solve these problems?
- What is your knowledge on the use of IT tools?
- What do you expect from the use of a software for epidemiological surveillance?

Alongside the data collected from the health workers, other sources of data used in the research were the supports that are used at NTCP for TB surveillance.

To analyze this data, we started from scratch and created codes based on the data. Thus, we go through the transcript of every interview and highlight everything that jumps out as relevant or potentially interesting.

#### Intervention.

During the Intervention phase, the data were gathered by watching how the combination of Agile and MDA is being used during the development of epidemiological surveillance of TB. Thus, data from daily observation of the implementation of the interventions was collected in order to gain an understanding of the software development phases and decisions. These observations were documented by note taking in notebook. In some cases, we used semi-structured interviews to investigate a phenomenon. For instance, we observed that only one health worker investigated himself in the use of the modeling tools. To understand this phenomenon, a semi-structured interview was conducted.
Then, through self-assessment, we determined how things went and how they can be improved. To this end, after each Sprint, the following questions were answered:

- What went well? - we determine if what has been done can be replicated in another context.
- What didn’t go well? - we acknowledge mistakes and pledge improvements.
- What can we do to improve? - We look at what was done during the Sprint and if there is a better way to do it.

The responses to these questions were used to measure the acceptance of the approach using Technology Acceptance Model (TAM) as proposed by Fred Davis [1]:

- Perceived ease of use: measure the extent to which the developers and the non-informatic experts involved in the development think that using the combination of agile and MDA to develop their system is easy.
- Perceived usefulness: measure the extent to which the user (the developer and the non-informatic-user) thinks that using the methodology enhances his job performance. This is measured using the following indicators: programmers productivity and satisfaction, development cost-effectiveness, timelines, customer satisfaction, absence of problems.

Other sources of data during the Intervention Phase were:

- Email: this was the online channel of information exchange, decision discussion and sometimes, decision making;
- Meetings: notes were taken during meetings.

At the end of each step, a report was prepared and shared to all the team by emails and during meetings.

**Post-Intervention.** The post-intervention phase consists of many activities such as the deployment of the solution and its vulgarization. In the case of the EPICAM project, after the intervention phase, a meeting was organized by the NTCP. During this meeting, we have presented the approach in order to have the opinion of the users. After the presentation, the questions, remarks about the approach were noted.

**4.5 Model construction and transformation**

In this research, the PIM is constructed using UML class diagram. To construct UML class diagram, many tools are proposed. We choose to use Dia Diagram Editor\(^9\) because we master its use to build UML models. On the other hand, Dia is used to build large diagrams spanning multiple pages that can be saved in XML format and be printed.

The assessment of tools used for complete code generation in epidemiological surveillance (presented in Section 3.1) reveals that Imogene were more close to the features expected by the NTCP. Our proximity with the MEDES, the company which developed Imogene motivated us to adopt it.

Imogene is a platform to model and generate integrated data collection information systems. Thus, the class diagram (PIM) designed using Dia is transformed into the imogene model (Imogene). Thereafter, the model is used to generate the application. Imogene is developed using the Eclipse framework, the Eclipse Modeling Framework including Ecore meta model (to describe model) and the plugins furnished by Eclipse for code generation from the model.

\(^9\)www.dia-installer.de
As the Eclipse EMF, the Imogene platform provides graphical tools to model business entities and generation tools to generate a set of applications based on the model. The modeling phase consists of defining the forms (with their fields) which will be used to collect/manage data. These forms contain the fields, their types and specific constraints; and the relations with other forms.

Additional information such as the application description, the description of each form (card entity) and each field (field entity) may be added using the imogene editor.

To manage access to the data, Imogene editor provides a particular card entity named actor. It’s used to generate the application for user management. In our case, the user rights to the data is defined in the class diagram and converted in the imogene model using actor card entity.

Once the PSM is constructed, the corresponding applications are generated. In our research, given that there was not a tool for direct transformation of PIM to PSM, this task was done manually. The table 2 presents an overview of the transformation from the PIM (class diagram) into the PSM (Imogene model) and from the PSM into the source code.

### V RESULTS

Globally, this research allowed us to demonstrate that the combination of Scrum and MDA allows effective development of epidemiological surveillance software when the MDA tool is mature enough to generate the entire source code. In effect, Scrum practices allow users to participate in the entire process of modeling and generation, which make the solution acceptable by end users. The details of the research results are given in the following subsections: Section 5.1 presents the results of the survey beside the health workers, Section 5.2 presents the results obtained during the implementation of the approach, and Section 5.3 presents the results of the evaluation of the approach by people who participated to this research. The results obtained, the finding and the lessons learned allowed us to provide an answer to the research question in Section 5.4.

#### 5.1 Users survey

The survey of health workers involved 8 (53%) health professionals working in four hospitals where TB patients are treated, 1 (40%) health regional delegate, 6 (4%) managers at the National TB Control Program. All the managers have worked in hospitals before being managers. During the survey, a number of data collection tools (such as registers, statistics templates, data collection sheets - these elements are added as additional materials to this paper) were collected at the hospital, regional and central levels. Given the small sample size, we did not produced the statistics based on the questionnaire, but have summarized the findings per questions asked:
• On the question: "How do you manage your data?" We noted that at the hospital level that only manual management was used. In effect, at the central level, the data collection tools used are constructed using Microsoft Word, printed and distributed to health personnel. At the regional and the central level, manual management was combined with software management. Excel was generally used to put all the data collected in the hospital together and produce statistics. For instance, at the regional level, all the data from the hospitals of the region are compiled in an Excel file to obtain the overall situation of the region. At the NTCP level, all the data at the national level are compiled in an Excel file in order to have the overall situation in the country. Paper data is generally transmitted using the land transport from the hospitals to the Region. From the Region to the NTCP, they used USB keys and email.

• On the question: "What are the main problems you generally have?" Many problems were reported, the main are: (1) The problem of manual collection and management of data. In effect, everything at the hospital level is manual, which causes many difficulties to the health workers: difficulties to verify and correct the errors in the data collection tools, difficulties to guide the patients to the health center near to his home, difficulties to recall patients who have not come to their appointments, difficulties to update data collection (which is modify each years), difficulties to integrate data (for instance, children data) with the entire data. In addition, the use of many data collection tools (patient card, treatment register and laboratory register) to collect the same data (information on patient) is a tedious task; archiving paper data takes too many places and makes it difficult to find information. (2) The problem of manual analysis of data. This problem causes many other problems such as stock-outs of medicine, completeness, promptitude and erroneous statistics. (3) The problem of transmission of data using land transport. The main consequences of this problem noted at the Regional and the NTCP were the late arrival of data collection tools, data collected and epidemiological reports at their destination. At the Regional level, the promptness was estimated less than 70%. Generally, it is advised to transmit \( \frac{2}{3} \) reports and to send the rest soon it is available. The rapid exchange of data between doctors is done using phone calls (for instance, during a transfer/referral). The awareness of patients and the general population is done using SMS. (4) Another problem not directly linked with the system such as power and Internet outage were reported. Only one health personnel reports that he did not have any problem with data management. We noted however that he treated less TB patients per week (generally, less than thirteen), compared to the other hospitals.

• On the question: "What is your knowledge on the use of IT tools?" Six health personnel affirm that they have basic knowledge on IT tools like Word and Excel. One of the six affirms that she already used an electronic health record. All the people from the Regional and the NTCP affirm that they have good knowledge on the use of Word and Excel, but they prefer to hire IT experts to build the Excel files they need for their statistics.

• On the question "What do you expect from epidemiological surveillance software?" Only one health worker estimated that he did not see what would be the benefit of the electronic system to his work. From the others, if we want to improve their work with an electronic tool, this tool must: (1) Solve the previous problems and be close as possible to the current tools (data collection sheets and reports) to facilitate the easy use; (2) Data management such as patient registration and following, sharing patient information to entitled users, automatic generation of patient cards, easy identification of lost sigh patients, easy identification of all health centers where TB patients are treated; (3) Allow the production and distribution of basic statistics automatically. They report to be aware that the
power and Internet outage will be the weakness of this system compared to the existing system and that the training of health personnel on the use of the electronic tool is the key to its success.

The table 3 presents the summary of the results.

<table>
<thead>
<tr>
<th>Question</th>
<th>Participants</th>
<th>Code</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>How do you manage your data?</td>
<td>Health center</td>
<td>Manually</td>
<td>Data are collected using data collection forms and analyzed by counting by hand and filling the reporting form.</td>
</tr>
<tr>
<td></td>
<td>Regions</td>
<td>Manually and with software</td>
<td>The paper data arrive from the health center. These data are aggregated in an Excel form. Some data is collected at our level manually.</td>
</tr>
<tr>
<td></td>
<td>Central</td>
<td>Manually and using software</td>
<td>The data comes from the region in Excel form or paper form. We aggregate all these data in an Excel sheet. Some statistics are used in the data form.</td>
</tr>
<tr>
<td>What are the main problems you generally have?</td>
<td>Health center</td>
<td>Errors in data and tedious tasks</td>
<td>The fact that the data is in the paper form make it easy to make errors. In addition, collecting and analyzing data using paper is a tedious task.</td>
</tr>
<tr>
<td></td>
<td>Regional</td>
<td>Errors and tedious task</td>
<td>Some data comes from the health centers (paper forms) with errors and we have to contact the health personnel to correct these errors</td>
</tr>
<tr>
<td></td>
<td>Central</td>
<td>Data integration</td>
<td>When the data comes from the Region in an Excel sheet, we should aggregate these data in order to have a global and local view of the burden of the disease.</td>
</tr>
<tr>
<td>What are your knowledge on the use of IT tools?</td>
<td>Health center</td>
<td>Basic knowledge</td>
<td>Almost all the health workers in the health centers have basic skills (use computers only for typing or searching information on Internet) in the use of IT tools.</td>
</tr>
<tr>
<td></td>
<td>Regional</td>
<td>Basic and Advanced</td>
<td>Some health personnel from the region have basic knowledge on the use of IT tools. However, others master the use of spreadsheet for form design and data analysis</td>
</tr>
<tr>
<td></td>
<td>Central</td>
<td>Basic and Advanced</td>
<td>At the central level, we found some health personnel having intermediate and advanced level in the use of IT tools such as Word, Excel and the navigation on Internet</td>
</tr>
<tr>
<td>What do you expect from the use of a software for epidemiological surveillance?</td>
<td>Health center</td>
<td>Friendly UI</td>
<td>They proposed to develop the UI so that it’s as close as possible to the tools they currently use for data management</td>
</tr>
<tr>
<td></td>
<td>Regional</td>
<td>Automatic production of reports</td>
<td>The main concern at this level was the automatic production of reports</td>
</tr>
<tr>
<td></td>
<td>Central</td>
<td>Automatic production of reports</td>
<td>As at the Regional level, the main concern was the automatic production of reports</td>
</tr>
</tbody>
</table>

Table 3: Summary of the survey results

At the end of this survey, the users confirmed that the electronic system will enhance their work as long as they are trained on the use of computers and the problem of power/Internet outage is considered.

5.2 Implementation of the approach

In this section, we present the outputs of the interventions implementation. This constitutes the results of the action research applied in this study. In effect, the combination of Scrum and MDA is deemed successful when its effectiveness can be demonstrated. The successful implementation of interventions is a testimony to the success of the approach. In the next sections, we present these results organized into Pre-Intervention, Intervention and Post-Intervention.

5.2.1 Pre-Intervention

The aim of the Pre-Intervention was to produce a preliminary list of interventions for the NTCP to assess, enhance and approve. Then, the following activities were planned: Establishment of a working group, identification of the problem faced by the current system, stakeholders survey to gain more insights in the problem, reflection on the solution, software specification and analysis. Specification, analysis, product backlog definition and validation were implemented by following the Scrum iteration practice. Then, three iterations of one week each were conducted. The
Interventions | People involved | Scrum practice | Status | Comments
--- | --- | --- | --- | ---
Establishment of the working group | Researchers and product owner | Face-to-face | Complete | The researchers and the product owner select health workers to form the NTCP staff of the project.
Problem identification | Researchers and NTCP staff | Face-to-face and Scrum meetings | Complete | The NTCP staff meet regularly to discuss the problems NTCP have during the epidemiological surveillance of TB.
Users survey | Researchers and Epidemiologist | Scrum meeting | Complete | The survey were conducted by the researchers and the epidemiologist (product owner). At its end, a Scrum meeting was organized to share the results at NTCP.
Specifications and Analysis and Product Backlog | Researchers and NTCP staff | Product Backlog, Sprint, Scrum meetings, Scrum iteration | Complete | After the definition of the product backlog, the definition of the specifications, analysis and product backlog goes in Scrum iteration. During this process, Scrum meetings allowed the NTCP to make remarks and improve the product.

Table 4: Summary of the list of interventions planned and implemented during the Pre-Intervention

work was divided into tasks (for instance, writing the specifications of data collection, identification of actors) and the Scrum meetings make it easy to define common goals and commit to achieving the goal with the product owner. The face-to-face communication during these meetings allowed us to discuss, define and validate intervention outputs. At the end of each week, the Scrum Weekly Meeting was held at the NTCP to evaluate the comprehension of the needs by the researchers. The table 4 presents a summary of the Pre-Intervention.

**Establishment of the working group.** The aim of this intervention was to establish the group of people involved in the development of the system. This was successfully implemented and a team composed of two persons acting as researchers and developers, a product owner, a staff at NTCP, an epidemiologist from Centre Pasteur du Cameroun and end users were put in place. A mailing list group was put in place as a means to facilitate the collaboration and a channel to disseminate the decisions.

**Problem identification.** We observed that epidemiological surveillance at NTCP is managed manually. According to the staff at NTCP, this manual management caused many problems such as low rates of promptitude and completeness, poor statistics, etc. Because of these problems, information may arrive to decision makers late.

**Users survey.** The aim of this intervention was to have the opinion of the end users at all the levels (health centers, district, region central levels). This was successfully implemented and the results are presented in section 5.1.

**Specification.** The aim of this intervention was to gather and document the most requirements of the epidemiological surveillance system of TB. A study of existing software used for epidemiological surveillance and the survey of the end users made previously allowed us to identify the main functionalities of epidemiological surveillance systems. These are: data collection, data analysis, and information dissemination to stakeholders.

This intervention was particularly difficult because in addition to the data that the NTCP demands to collect, many health centers collect additional data. Then, these features have to be integrated in the specifications. On the other hand, the data to be collected may vary every year. The presence of the product owner impacted positively on the validation of the specifications. Then, the first version of the specification went through an approval process with the working group team and was validated.

Scrum iterations were very useful during the specifications and analysis. In effect, in order to understand very well what was really needed, interviews were made, transcribed by the re-
searchers and validated during the Scrum meetings with the working group. This was a cycle composed by the software specification (or update), analysis (or update), validation of specification and analysis (or update) and product backlog definition (or update). The positive effect that we observed was the openness that the Scrum meetings give to us in order to communicate with the working group.

The involvement of the NTCP staff was very useful to avoid poorly written requirements specifications. This allowed us to avoid severe problems presented by [65] which are: starting over with the product specification and restructuring it, difficulties to understand the requirements, and rewriting requirements.

The presence of the product owner, who was one of the users of the system at the NTCP level, has had positive effects on the Scrum practice. In effect, customer participation in the definition of product backlog prioritization of the backlog items, planning meetings and sprint review meetings make it easy to define common goals and commit to achieve this goal.

**Analysis.** This intervention consisted of determining the actors, use cases and to describe most important use cases. It was implemented successfully. The main actors identified were at the central level, all the staff of the NTCP; at the regional level, the regional delegate and the personnel in charge of TB surveillance; at the district level, the head district and the personnel in charge of TB surveillance; at the health center level, the nurses, the doctors, the laboratory technicians and the pharmacists in charge of TB management. Each user of the system has a particular role and collects data corresponding to their activities. After the identification of the actors, we grouped use cases by actors and at the end, we described the most important use cases.

**Product backlog definition.** Once the needs of the NTCP were well understood, the developer team transformed requirements into a product backlog. This product backlog was prioritized with the help of the product owner. Globally, the product backlog comprises the following backlog items:

- **Platform design:** this consists to design the software architecture, determine the MDA tool to use and design the user interface;
- **Development of user management module:** this module is used to grant data access to users according to their rights;
- **Development of data management module (patient and medical data):** data management module involves the forms used for data registration, data searching;
- **Development of the reporting module:** the reporting module allows users to have a synthesize version of their data (in form of statistics);
- **Development of the mapping module:** the mapping module allows health workers to have a map containing the different hospitals involved to the system;
- **Development of the sensitization module:** this module allows the NTCP to sensitize the population by SMS.

The Sprint Review Meetings permitted us to adopt the software specification, analysis and design with the whole staff at the NTCP. We designated the user management module and the data management module as our initial list of interventions which we presented to the NTCP for discussion and deliberation.
Lesson learned. The first lesson we learned was that epidemiological surveillance systems requirements cannot be fixed and change generally. Then, we should be careful of the approach and tools to use for the development.

This lesson led to a deep reflection by the software team on the choice of the development approach to use. Given the limits of the code-centric approach presented in the introduction, insight was then to model and generate the software instead of coding it. Then, the combination of Scrum that were already chosen with MDA were adopted. Thus, software development was divided into Sprints and with the first Sprint composed of the following interventions: software design, development of user management module and development of data management module.

5.2.2 Intervention

Intervention phase were organized in six Sprints. During the development, Scrum boards were used to display the status and progress of each sprint. Ad hoc meetings were also used when some issues were identified. During the Scrum meetings, the developers found it easy to define a common goal and commit to achieving the goal with the product owner on the one hand, and the NTCP staff on the other hand. The following paragraphs give the details of the execution of each Sprint.

Sprint 1: development of a first prototype. The goal of the first Sprint was to design the platform and to develop the first prototype. This Sprint took 4 iterations of one week each. All the interventions involved in this Sprint were not completely implemented successfully. In effect, the user management feature generated by the MDA tool was not corresponding to how the NTCP managed their users. The table 5 presents a summary of the interventions implemented in this Sprint. The details about these interventions are given below.

<table>
<thead>
<tr>
<th>Intervention</th>
<th>People involved</th>
<th>Scrum practices</th>
<th>MDA practice</th>
<th>Status</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>System design</td>
<td>Researchers and NTCP staff</td>
<td>Sprint, Iterations, Scrum meetings</td>
<td>Modeling PIM</td>
<td>Completed</td>
<td>During this intervention, beside the other tasks, the product researchers and the two health workers (including the product owner) were involved in the modeling of the PIM with Dia. Their role was to validate the different elements and relations between them.</td>
</tr>
<tr>
<td>Prototype implementation</td>
<td>Researchers and NTCP staff</td>
<td>Sprint, Iterations, Scrum meetings</td>
<td>Transforming the PIM to the PSM and the PSM to the source code</td>
<td>Not complete</td>
<td>This intervention involved the researchers and two health workers. The health workers participated in the transformation of the PIM to the PSM using Imogene. The production of this version was presented to the NTCP staff during Scrum meetings. However, the user management feature proposed by Imogene did not correspond to the features expected by the users. We observed that the two health workers involved have had great difficulties in modeling with UML.</td>
</tr>
<tr>
<td>Product backlog update</td>
<td>Researchers and Product owner</td>
<td>Scrum meetings</td>
<td>None</td>
<td>Complete</td>
<td>Given to the remarks on the users' management features, the product backlog is updated with new features to develop and integrate in the Imogene generator.</td>
</tr>
</tbody>
</table>

Table 5: List of interventions implemented during the first Sprint

System design. Given the system specification and analysis, the architecture, the user interfaces and the Platform-Independent model were made.
1. **Architecture design.** The architecture design intervention consisted of designing an architecture (given in appendix A) which suits an environment like Cameroon where access to the Internet is not always available.

2. **Choice of MDA tool:** to choose the MDA tool that is more suitable to our problem, an overview of existing tools used in epidemiological surveillance were made. Either these tools were develop using code-centric approach (DHIS \(^\text{11}\), OpenRMS \(^\text{12}\)), either they were specialized in the generation of mobile-based data collection tools (ODK \(^\text{13}\), Magpi \(^\text{14}\)). Only Imogene \(^\text{15}\) were found to cover most of our requirements. Then, a closed collaboration between the University of Yaounde I and MEDES allowed us to build good skills in the modeling and the generation of data collection applications with Imogene. A deep analysis of Imogene by the researchers shows that it permits to model and generate only two modules of the TB surveillance software: the data management module and the user management module.

3. **User Interfaces (UI) Design:** during this intervention, a deep discussion with the working group and the constraints of the Imogene platform on the design of UI allowed us to decide how the elements on the UI will be organized to resemble the manual management tools.

4. **Platform Independent Model design:** this intervention consisted of determining the entities, their properties, their relationships. Once these elements were determined, we set-up a UML class diagram using Dia. The working group were involved in this intervention. In fact, given that our main goal was to allow them to be in charge of the update of the system, they were invited to install Dia and use it. However, only 2/11 (18%) installed the tool. 3/11 (27%) estimated that the tools were out of their domain of expertise and 6/11 (55%) were not available. The final version of the class diagram validated by the staff is presented in appendix B.

**Prototype implementation.** Imogene was used to build the Platform Specific Model in only one week. This intervention involved the researchers and two NTCP personnel. The whole activities were executed by the researchers and followed by the health workers. In fact, the passage from the PIM to the PSM was manual following the rules given in the table 2 of the Section 4.5. Additional information such as field description, field name in French and English were added to the PSM using the Imogene editor. The screenshot of the epicam model obtained during this intervention is given in appendix C. This model was used to generate the first prototype of the application. This first prototype consisted of:

- **An administration application:** Used to manage health workers information, their roles, and their access rights on data;
- **A Web application:** Containing the main user interfaces needed. It is used for the registration of patients and their follow-up;
- **Offline application:** The offline application has the same functionalities as the Web application, but is used in an asynchronous mode. When Internet connection is not available, the system uses the local database as storage system and the local database is synchronized with the server when the Internet is available;
- **Synchronization application:** Used to synchronize the client with the server (updating local or remote database).

---

\(^\text{11}\) https://dhis2.org
\(^\text{12}\) https://openmrss.org
\(^\text{13}\) https://opendatakit.org
\(^\text{14}\) https://www.magpi.com
\(^\text{15}\) https://github.com/medes-imps/imogene
Testing and updating the Product Backlog. During this Sprint, six review meetings took place with the working group. The goal of these meetings was to evaluate the users and data management modules. During these meetings, the missing fields and some field names errors were noted. The missing fields information were used to update the imogene model in order to make the source code correspond to the requirements. Error fields were corrected. It was also noted that some users from the central level can access personal patient information. The NTCP staff warned us that only the health workers in charge of the patient must have access to personal information of patients. Users’ remarks permitted us to integrate the specification, analysis and design of user rights to the data in the Product Backlog.

Next iterations. After the development of the data collection module, five iterations were conducted. These iterations permitted us to integrate all the information that was not present in the PIM and correct some typology errors. This involved the design, the development, and the testing. The design consisted of the updating of the PSM, the development consisted of the generation of a new version of the platform.

Lessons learned many lessons were learned during this Sprint:

- We should be careful when using a tool for the complete generation of the software: we remarked that it is difficult to find a tool that fits the requirements of a specific context.
- Domain experts are not generally available: NTCP staff were involved in the modeling and the generation of the software. However, we noted during the Scrum meetings that they were not generally attending. It should be noted that most health workers in the NTCP are nurses, physicians, lab technicians, epidemiologists. They have full time employment and their commitment to the project was during their spare time. This constrains the implementation of the interventions.
- Modeling can be a difficult task for domain experts: among the domain experts that were involved in the modeling, only 2/11 (18%) installed the modeling environment and 3/11 (27%) estimated that installing and using the modeling environment is out of their competencies.

After a deep reflection during ad hoc meetings between the researchers, the MEDES engineer, the NTCP staff and CPC expert it was decided to develop and update the Imogene platform with the user management module that fit to the NTCP needs. This new intervention was put as a main priority. Given that medical data is very sensitive, it was decided to prioritize the development of this module. Then, the second Sprint was dedicated to the development of the generator of user management modules that fulfill epidemiological user management.

Sprint 2: implementing user management module generator. The interventions involved in this Sprint comprised on the one hand the specification, analysis, design, development and integration of the user management module in the Imogene platform and on the other hand, the modeling and generation of the first prototype. These interventions were done by the researchers supervised by the MEDES engineers. It lasted 4 months with 8 Sprints. The Product Backlog contains the following interventions: training on the development technologies, specifications, analysis, design, development, validation. The iterations processes involved the specification, analysis, development, validation. The table 6 presents the summary of the list of interventions implemented during this Sprint.

Only the developers (supervised by the MEDES engineers) and the product owner were involved in the development of this module. The main role of the product owner was to verify that the user management module allowed us to generate the user management system of TB surveillance at the NTCP.
<table>
<thead>
<tr>
<th>Intervention</th>
<th>People involved</th>
<th>Scrum practice</th>
<th>MDA practice</th>
<th>Status</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Training</td>
<td>Developers and MEDES engineers</td>
<td>Scrum meetings</td>
<td>None</td>
<td>Completed</td>
<td>The developers were trained to the software to be used to develop new modules.</td>
</tr>
<tr>
<td>Specifications</td>
<td>Researcher and NTCP staff</td>
<td>Scrum meetings</td>
<td>None</td>
<td>Completed</td>
<td>The NTCP staff explained to the developers how users should be managed in their system.</td>
</tr>
<tr>
<td>Development</td>
<td>Developers and MEDES engineers and Product owner</td>
<td>Scrum meetings, Scrum iteration, Sprint</td>
<td>Constructing the User Model</td>
<td>Completed</td>
<td>This intervention consisted to constructed the user model, use it to complete the imogene model so that the user management feature generated will fit to the NTCP needs. During this intervention, the product owner verified during Scrum meetings that we are developing what they expected.</td>
</tr>
<tr>
<td>Validation</td>
<td>Researchers and NTCP staff</td>
<td>Scrum meetings</td>
<td>None</td>
<td>Completed</td>
<td>After the development, we present the interface that is generated for user management to the NTCP staff.</td>
</tr>
<tr>
<td>Prototyping</td>
<td>Researchers and NTCP staff</td>
<td>Scrum meetings</td>
<td>Modifying the PIM and the PSM</td>
<td>Completed</td>
<td>The PIM and the PSM is modify in collaboration with the two health workers involved in the development</td>
</tr>
<tr>
<td>Prototype validation</td>
<td>Researchers and NTCP staff and end users</td>
<td>Scrum meetings</td>
<td>None</td>
<td>Completed</td>
<td>Once validated by the NTCP staff, the product is presented to end users in the field for validation.</td>
</tr>
</tbody>
</table>

Table 6: List of interventions implemented during the second Sprint

It was noted during the specifications and analysis that users have different roles. In some hospitals where there is not enough staff, a user may be the person who consults the patient and gives its medication. With the user management module, when the administrator creates a user, she/he allows her/him to read/modify the data. When a user login, she/he can access only the data she/he is entitled to. The appendix E presents a screenshot of the UML model and the user interface allowing the creation of a role and the attribution of rights to users.

We used the same tools used to develop Imogene to develop this module: the programming language was Java, the Integrated Development Environment was Eclipse Kepler for Java EE, the Google Web Toolkit to develop User Interface, the Spring 3 framework, the Spring security framework, code management with Maven and git, the modeling environment was Eclipse Modeling Framework and the code generation environment was composed of oAW (involved Xtext, Xpand, MWE components). Before the development of this module, the developers were trained on these technologies. After the development, this module was integrated in the source code generator of Imogene.

Once the generator of the user management module was developed and integrated into Imogene, the epicam model (appendix C) was updated manually and used to generate a new version of the prototype. It should be noted that this version of the prototype allowed us to manage users and TB data.

**Tests and experimentation.** The second Sprint permitted us to obtain a first working version of the system that the end users in the field can use in a real environment. After the tests and the Scrum review meeting with the working group, we decided to validate the developed platform in the field. Then, we deployed it in six hospitals in Douala and Yaounde (which are the largest cities in Cameroon). Eight health personnel were involved in this validation which lasted one month. The goal were to evaluate the perceived usefulness and the perceived ease of use of the end users:

- **Perceived usefulness:** All the users found the tool useful for data management. They estimated that this tool will allow them to obtain data of good quality and improve their work. They also noted that the tool may not be suitable in certain hospitals. In effect, the
scenario presented by the prototype considers only the registration of patients when they are tested positive to TB. However, in certain scenarios, the patient is registered in the system when they are suspected to have TB. We noted also that amongst the TB exams that the NTCP generally uses, some hospitals also use radiology exams. The system was not considering the registration of this exam. New requirements were noted as a new intervention and the product backlog was updated.

- **Perceived ease of use:** the users estimated that the use of the system was intuitive. All the eight personnel involved found that the forms resemble the paper forms they are using in the hospital.

**Lesson learned** globally, two lessons were learned at the end of this Sprint:

- We learned during this Sprint that beyond the Scrum team, the end users must be integrated in the validation of the software. After a deep reflection with the working group, it was decided to invite at least 50 users around the country for the validation before the deployment;
- We learned that the maturity of the MDA tool can slow down the development of the software system. Then, it can be a serious barrier to adoption. In effect, the development of the user management module has decelerated the execution of interventions and have had a negative impact on the timeline of the development.

Initially, 11 health personnel were involved in the project. However, after the first and the second Sprint, this number dropped to 5 (0.45%) with 3 (27%) completely engaged. Most participants justified their absence by their job. In addition, the product owner got another job and left the project. Unfortunately, he was among the personnel accustomed with the modeling. He was replaced by one person among the NTCP staff.

**Sprint 3: Updating the application.** The third Sprint consisted of the updating of the application by the integration of the end users remarks and the generation of another prototype. This was done in only one week. Then, a Scrum planning meeting was done, followed by the updating of the model and the generation of the new version of the system. The Scrum weekly meeting allowed us to validate the new version.

It should be noted that involving the NTCP staff in the development allowed 3 (27%) to grow more accustomed to the Scrum practices such as Product Backlog definition, organization of Scrum Sprint, and Scrum meetings. They found Scrum advantageous in the development of their system.

**Sprint 4: Developing the reporting and mapping modules.** During the fourth Sprint, the reporting and the mapping modules were developed (by the developers supervised by MEDES engineers) in two months, organized in 5 Sprints. The reporting module was developed using Business Intelligence and Reporting Tool (BIRT\(^{16}\)). The mapping module was developed using Open Street Map (OSM\(^{17}\)). During the Scrum meetings with the working group, the users validated these modules. Then, they were tested, validated at the NTCP and integrated in the code generator. A new version of the platform was validated by the users in the field.

\(^{16}\)https://www.eclipse.org/birt/
\(^{17}\)https://www.openstreetmap.org/
<table>
<thead>
<tr>
<th>Intervention</th>
<th>Status</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Product Backlog definition</td>
<td>Complete</td>
<td>The health worker define the list of tasks to execute</td>
</tr>
<tr>
<td>Sprint organization</td>
<td>Complete</td>
<td>The list of tasks were organized into 2 Sprints of one week each</td>
</tr>
<tr>
<td>Organizing Scrum meetings</td>
<td>Complete</td>
<td>The simulation of the organization of Scrum meetings were done by the health personnel</td>
</tr>
<tr>
<td>Modeling the PIM</td>
<td>Complete</td>
<td>The health worker used Dia to model a small application</td>
</tr>
<tr>
<td>Installing MDA tool</td>
<td>Complete</td>
<td>This intervention was the most arduous. The health worker found the installation of Eclipse and the different plugins out of his competence. However, with the help of the developers, he finally installed it</td>
</tr>
<tr>
<td>Construction of the PSM from the PIM</td>
<td>Not complete</td>
<td>The installation difficulties discourage the health worker to continue the experience.</td>
</tr>
</tbody>
</table>

Table 7: List of interventions implemented during the sixth Sprint

**Sprint 5: Developing the SMS module.** The fifth Sprint consisted of the development of the SMS module in one month with 3 Sprints. To this end, we used Spring Rest API. Actually, to send SMS using the platform, we decided to use a service provided by an SMS provider. The SMS module was tested, validated at the NTCP and integrated in the code generator. The new version of the epidemiological surveillance software generator containing a new version of user management module, reporting module, mapping module and SMS module were named EPICAM\(^{18}\) and hosted on github.

We found the development of additional modules arduous than the development of code-centric application. In effect, it was questioned to reverse engineer Imogene in order to add new elements to generate in the code generator and to link these elements to the graphical interface for the modeling. During this development, we observed that Scrum practices, particularly face-to-face, Product Backlog, Scrum iterations and Scrum meetings were very helpful to organize the work and communicate among the developers, with the developers and the MEDES engineers and the developers and the stakeholders. It should be noted that all the fields used to automatically generate the mapping module were already presented in the PIM, which was transformed into the PSM.

**Sprint 6: system update by non-informatic experts.** In this research, we wanted a method that allows non-informatic experts to be engaged in the development/updating of their system. Thus, after the development of the platform, the goal of the current Sprint was to prepare the health workers to take charge of the updating. As presented before, only three NTCP staff followed the development to the end, only two were involved in the modeling task and one of them moved to another job. The main goal of this Sprint was to allow the health personnel to update the system using Scrum and MDA. Then it involved the simulation of the following interventions: building the product backlog and organization into Sprints, validation of the product backlog by the working group, organizing and conducting Scrum meetings (daily and review), modeling the PIM with Dia, installing the MDA tool, manual transformation of the PIM into PSM, generation of the new version of the software, deployment on a local machine and validation by the NTCP. These interventions were planned to be executed by the health personnel, supervised by the researchers. The summary of their implementations is presented by the table 7.

The team conducted two-weeks of iterations, trial, errors and learning. During the first week, the modeling environment was installed and the product backlog was defined. This product backlog contained the following interventions: adding new forms with new fields for data collection, constructing the PIM, transforming the PIM into PSM. Since the EPICAM platform (used for the modeling and the generation) is based on the Eclipse platform, we observed that installing

\(^{18}\)https://github.com/UMMISCO/EPICAM
these tools by non-informatics experts is not an easy task. This did not encourage the latter to continue with the experience and he stopped after the second week.

The interview of this participant gave more insights on his motivation to participate in the development and update of the surveillance platform. Actually, he characterized himself as an advanced computer user that works with Microsoft Excel, and Epi Info. He used Epi Info for modeling (with drag and drop) and generating data collection forms. He also had experience with the use of Microsoft Excel to create forms. We learned from him that the only barrier for the adoption of the approach by non-informatics experts was the MDA tool because Scrum was very intuitive. He stated that if the UI of the modeling software resembles to the drag and drop UI of Epi Info, the modeling tool and the approach can be more accepted by the health personnel. This view was strongly supported by two other participants. However, developing this new feature was beyond the mandate of the developers. The problem was the time that this drag and drop UI can take to develop and the technologies that the developers must master in order to develop it.

We approached the two other staff members at NTCP to have their opinion about the approach. They characterized themselves as basic users of computers. They used computers mainly to type text and to navigate on the Internet. They had no experience with modeling and Scrum before joining the project. They found that Scrum is a good tool for work organization and for communication with developers. Some of them affirmed that they have developed good skills in the Scrum process and are using it in their own work. We asked the question “Why are they reluctant to participate in the experience”. The most common reasons were the lack of expertise. They stated that it took a long time to feel like they understood the graphical models we were presenting during the Scrum meetings. They found the tools too much oriented towards the engineer. They stated that the complexity is high, because of the installation, the interface of modeling and also, they found UML very complex.

**Lessons learned:** we learned that counting on health workers to update the system is not advisable. In effect, generally, they have a full time employment and their commitment to contribute to implement interventions is during their sparse time. In addition, the update by non-informatics experts declined due to the lack of knowledge on modeling and the difficulty to install the MDA tool.

This lesson has had some implications at the NTCP level. They decided to hire a person with strong skills in Scrum and MDA to accompany them in the update of their system.

Although these can be classified as failed interventions, the experience has some merits. It gave insights on what should be done to make non-informatics experts update or even develop their system: develop a drag and drop modeling tool.

### 5.2.3 Post-intervention

The Post-Intervention consisted of training end users in the use of the software developed for epidemiological surveillance of TB and to disseminate the outcomes of the project.

To disseminate the outcome of the project, a demo session of the approach was presented to the stakeholders coming from the whole country (around 60) during a meeting organized by the NTCP. During this meeting, some participants said that the NTCP played a passive role in the
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software development before, this is a new experience for them and they have to rethink their participation model to software development.

Fifty health personnel involved in the epidemiological surveillance of TB at the hospital, regional and NTCP levels were invited for a two days experience at the university of Yaounde I. Our main goal was to assess the tool before the deployment in the whole country. Conscious of the level of the entire health workers on the use of IT tools (found during the deployment of the prototype), we decided to train them before on the use of IT tools. Then, the first day consisted of getting all the health workers familiar with the use of the computer. For the perceived usefulness, the users found the tool useful to improve their job. However, they noted some typology errors at the User Interface level - these errors were corrected and a new platform generated. The users also reported that the system was easy to use. They particularly appreciate that all the data on the patient treatment is in one form (the patient form is given in appendix D).

The final version were experimented in 25 pilot sites across the country. Around 3900 patients which represents 15.6% of the annual number of TB cases in Cameroon were registered and followed. Given the success of this pilot phase, the NTCP has adopted the software as its electronic epidemiological surveillance software and extended it in twenty new health centers during the years 2016 and 2017.

5.3 Perceived ease of use and perceived usefulness

The developers and the NTCP staff involved in the development were invited to give their opinion on the approach. The analysis of the case data using the Technology Acceptance Model presented in section 4.4 showed that the developers have found it easy and useful to combine agile and MDA for the development of epidemiological surveillance software. However, even if non-informatic experts easily handled and adopted Scrum practices, they found the approach difficult to use because of the lack of skills in modeling and the use of the modeling tool.

5.3.1 Perceived ease of Use

To measure perceived ease of use, we considered the developers evaluation and the stakeholders evaluation. We measure the degree to which these participants believe that using the combination of Scrum and MDA is free of effort.

As developers, globally, we can say that the application of Scrum and MDA for the development of epidemiological surveillance software is easy to use. In effect, once the features were validated and integrated in a Sprint Backlog, it generally took us a maximum of one week to update the model and generate a new version of the software.

The integration of Scrum in the development was very easy. In effect, once the different roles were introduced, the NTCP designed the product owner. The researchers explained his tasks and he conducted them very well without any difficulties.

After the production of the final version, we involved two health workers in the simulation of the update of the system using the combination of Scrum and MDA. Non-informatic experts constituted by the NTCP staff found Scrum simple, easy to learn, easy to handle and use. For them, it does not require a lot of mental effort. Thus, it was rapidly adopted. They found it easy to learn through experiences, the self organization when some members leave the team were very appreciated. Thus, during the project, they grew more accustomed to the Scrum practice.

Source code generated: https://github.com/ummiscolirima/epicam_tb
However, they did not get accustomed to the MDA. For them, the main reason was the lack of knowledge in modeling and the use of the MDA tool.

5.3.2 Perceived Usefulness

As we have done above, in the following paragraphs, we present the developers and non-informatic experts views of perceived usefulness.

Developers found the combination of Scrum and MDA very useful in our work of software development. In effect, combined with MDA, the Scrum Process permitted us to gradually build models and generate the executable source code which are updated with the gradual expansion of the epidemiological surveillance. This has a significant impact on qualities such as: programming productivity and satisfaction, development cost-effectiveness, timelines and customer satisfaction.

- **Programming productivity and satisfaction**: we found the approach useful because it allowed us to develop/update as fast as possible the software. The use of models allowed us to reduce complexity in the development and the Scrum practices allowed us to better organize the work between us and the communication with the customers. In effect, to develop the system, all the tasks to perform are prioritized and consigned in the product backlog. Depending on the size of the product backlog, one or many Sprints can be put in place. The Scrum meetings and the face-to-face communications were very useful to clear up any misunderstanding and facilitate the discussion and the decisions during the development. During the Sprints, the developers tasks involved the modeling and generation of the software. The use of Scrum iterations allowed us to repeat during any Sprint until all the tasks planned are completed. For instance, once the first model was built and the software generated, during the users evaluation, modifications to apply were identified and the cycle resumed. The repetition of iterations helped us to learn from the errors and reinforce what went well, achieving continuous improvement. The use of Scrum increment and scrum meetings with the NTCP in the requirements specifications and analysis have had a great positive effect on the understanding of the system by the developers.

To update the system: Once the product backlog is defined, the system is updated in one Sprint of maximum one week. We found the one week iteration very useful because it helps us to review the modification of the model and generate the new working version as fast as possible.

In conclusion, the combination of Scrum and MDA have had a positive impact on programming productivity and satisfaction. We found a positive effect on:

- long-term productivity improvement because of automating repetitive tasks especially adding/modifying new forms, report, fields, etc.;
- satisfaction because the organization of the tasks and communication using Scrum practices allowed us to agree with the NTCP with the continuous improvement of the solution. Whatever the new requirements were added, the Scrum team refined the product backlog and the new software was generated. Consequently, all the feature sets were completed during the project.

We found that to have a great positive effect on programmer productivity and satisfaction, the MDA tool must be mature enough to generate the code covering all the features demanded. In our case, the immaturity of the MDA tool has also had a negative effect in the development because the development of additional modules was hard (we have to be trained in new technologies) and took time.
• **Development cost-effectiveness:** we also found that the approach has paid off by reducing the complexity of software development. In effect, the reusability of the generation tool and model allowed us to reduce the costs of the development and update. The use of Scrum practices such as Product Backlog and Scrum meetings allowed us to facilitate the development of the solution. The modification of the model and generation of the new software have made it more valuable. In addition, the approach reduced costs by saving the time that may be used to debug a system because of the problem of software regression.

It should be noted that the EPICAM platform can be reused for the development of several epidemiological surveillance software.

We concluded that the combination of Scrum and MDA has a positive effect on development cost effectiveness.

On the other hand, the development of additional modules for the generation tool was time consuming and has had a negative effect on the cost-effectiveness.

• **Timelines:** the Scrum planning meetings, Scrum daily meetings facilitated the organization and prioritization of tasks. The Product Backlog allowed us to define the different tasks and prioritize them so as to deliver the first working version as soon as possible. The one week duration of iterations were useful to ensure that the development is advancing in a good way. The development of this first working version was greatly facilitated by the use of models. In effect, once the requirement and the analysis were defined, the transformation into product backlog with prioritized and estimated tasks allowed us to have insights on the main features of the software and develop the first working version of the platform as soon as possible.

In conclusion, the approach presented in this research has a positive impact in the timelines of the development.

• **Customer satisfaction:** Scrum practices and MDA approach have had positive effects in customer satisfaction. In effect, the involvement of the stakeholders in the development allowed the improvement of short time visibility of common goals. For instance, the scrum meetings and the use of models to present the evolution of the work during these meetings have brought the customers closer to the development and revealed core requirements. Exchanges between the developers and the NTCP staff have had a positive effect in the development. The opinions of the stakeholders revealed that this was a positive way to keep people aware of the project. The Sprint planning meetings were very useful for the Scrum team. It allows the product owner to explain to the team the most valued requirements and the prioritized backlog items to be delivered to the customer at the end of the Sprint. Through these meetings, any misunderstanding between the developers and the customers were solved. Different Scrum Meetings with the NTCP staff and the end users allowed us to build a product which was as close to the users as possible. At the end, we observed that the software was accepted by the end user. Some of them found the user interface close to the tools they were using in their work.

For the development phase, during the Scrum meetings, when the customer or the end users proposed to add or modify something, these tasks were added in the product backlog and the modifications were planned. These modifications and the testing took one Sprint of less than one week because in most time, it was question to modify the models and regenerate the updated solution. The stakeholders were very satisfied because during the Scrum weekly meetings, they found their remarks integrated in the solution. Sprint reviews were very positive, because we could also get a view of what other types of requirements the stakeholders had.
As prescribed by Scrum, the goal of producing a working version of the system for iteration reviews was a good way of noticing and communicating integration problems that would otherwise be communicated only after the overall implementation. This practice has a positive effect because the end users and the customer no longer wait until the end of the project before they have the results.

The fact that the customer commenced to use the software was useful to the development. The sprint review meeting shows the customer the new features and changes implemented in the Sprint. The Scrum team inspected the work done by the end users. Then, we found the approach very useful to reduce time-to-market. The end users started using the tool and got accustomed to it as soon as possible. This helps to realize if changes are necessary. In fact, sooner the changes are detected, the less its impact and cost.

After the success of the deployment in 25 pilot health centers, the NTCP extended the deployment in twenty new health centers.

In conclusion, the use of Scrum and MDA allows us to deliver a regularly working version of the software. This provided positive impacts in customer satisfaction. Even if the approach has been found useful, we also found that the immaturity of the MDA tool can have negative effects in the development. It can slow down the programmer productivity and satisfaction, augment the development cost because new generators must be developed, and be costly in time.

Non-informatic experts also found the combination of Scrum and MDA useful. They were impressed by the rapidity with which new versions of the software were proposed every time where the changes were necessary. However, they found that they don’t have good knowledge in the use of models and modeling tools to use the approach to update the system. The interview of the user and a deep observation on the use gave more insights on the non adoption of the method. The main bottleneck of the adoption was the installation of the tool and the UI. Developing tools based on Eclipse and Eclipse plugins such as EMF, etc. have had a negative effect on the acceptance of the approach by the stakeholders.

5.4 Conclusion

The lessons learned in this research and the main finding allow us to provide a scientific answer to the research question, independently to TB surveillance. This is required because the pilot project presented in Section II aims to study the epidemiological surveillance of TB in order to propose solutions that can be generalized to any other cases. We found that to mesh Scrum and MDA for the development and maintenance of epidemiological surveillance software, the following points should be considered:

- MDA framework (such as EPICAM for epidemiological surveillance) should be mature enough to generate the entire source code. In effect, the development of additional modules was not an easy task on the one hand because of the reverse engineering of the Imogene platform and on the other hand, because it is not easy to build a tool that should generate source code for all the surveillance systems. The additional development has had a negative impact on programmer productivity.
- Scrum practices such as involvement of stakeholders in the project, Product Backlog definition, Sprint definition, Scrum iteration, Scrum meetings must be used to build models, make these models validated by the domain experts and make the application developed validated by end users.
- Use the Scrum process involving the pre-development, the development, and the post-development:
1. Use the pre-development step to put in place the Scrum team, well document the problems so as to lift any ambiguity and misunderstanding between the developers and the users. In addition, write the application specifications, analysis and produce the first version of the product backlog. During the pre-development step, the Scrum iteration practice can be used and different iterations will be used to lift any misunderstanding.

2. During the development step, organize the development into Sprints. The first sprint consists of the design of the system by firstly justifying the adoption of the MDA approach and secondly identifying the most relevant tool to be used. If there is no adapted tool, the team should evaluate the cost of developing a new tool or updating an existing tool compared to the cost of developing a new system using the code-centric approach. It is during this sprint that the MDA approach is adopted. If there is not an adaptable tool, thus, the team should consider to develop the new ones during the sprints 2 to sprint \( n \). Once the tool is adopted, the team should develop a first version of the system during the sprint \( n+1 \) by building the PIM, transforming into PSM, generating and deploying the software. In our case, it was not too difficult to pass from the PIM to the PSM manually. But, the automatic transformation can be a better solution to augment the programmer productivity. The first version of the system should be validated by the product owner who is part of the team and deployed to some end users. From the sprints \( n \) to the sprint \( m \), the models are updated using the users feedback and the most complete solution is developed.

3. The post-development consists of training and making the software available to all the intended users.

VI THREATS TO VALIDITY

We found in this research that if the MDA tool is mature enough, the combination of Agile and MDA have positive effects on programmer productivity and satisfaction, cost-effectiveness, timelines and customer satisfaction. In this section, we evaluate under which conditions our research is applicable and offers benefits and under which circumstances it might fail. Section 6.1 presents threats to internal validity and section 6.2 presents threats to external validity.

6.1 Threats to internal validity

Threats to internal validity refers to whether the study supports the finding [17]. A number of threats to internal validity may surface at the Pre-Intervention Phase and the Intervention Phase.

At the Pre-Intervention phase, the main threat came from the survey of health personnel during the Pre-Intervention Phase. In fact, we choose the qualitative technique (data collection with interview) in order to lead to richer information on the subject of the study. The small number of subjects in a study does not allow any claim that the finding is representative of the organization in general [17, 66]. In effect, when the number of subjects is small, this may hamper the identification of all the problems of the system and give rise to the nonacceptance of the solution. This was remarked during the validation with health personnel where other patient management scenarios and additional features were proposed to be integrated.

During the Intervention Phase, the data were collected using direct observation by watching how the combination of Agile and MDA is being used. Collecting data with observation may lack clarity [17, 66]. On the other hand, we were the developers and the researchers who
developed and evaluated during the Intervention phase. It would have been better to have an external researcher who observes and evaluates everything.

In spite of the threats presented in this section, we have reasons to assume that they had only limited impact on the research. Firstly, the threats brought by the survey were corrected during the evaluation of the first prototype by end users. Secondly, interviews were used to solve the problem of lack of clarity of the observation. For instance, the health personnel involved in the updating of the platform using our approach were interviewed to know why they were reluctant. This allows us to discover the lack of competencies in modeling and in the use of modeling tools.

6.2 Threats to external validity

Threats to external validity refers to whether the finding can be generalized [17]. In this research, the generalization can be seen at two levels: at the level of epidemiological surveillance systems and at the level of the industrial systems.

The first threat to external validity came from the case study research. In fact, the selection of a case must be done so that if the research works for this case, it is likely to work for many other cases [17, 66]. However, we just chose the epidemiological surveillance of TB because the NTCP were available to collaborate with us in order to find a solution to their problems. This may hamper the generalizability at the level of epidemiological surveillance systems and industrial systems. It should be noted that the head of the epidemiological service at Centre Pasteur du Cameroon were involved in the research. This service is specialize in the monitoring of several infectious diseases whose rabies, HIV, Influenza, meningitis, etc.

The second threat came from the case study and action research. In fact, the generalizability of results is limited to the domain of health where the population shares similar characteristics with the sample involved. In Empirical Research in Software Engineering, to generalize an approach, one should replicate it to many other settings [17, 66]. Then, to generalize the approach we propose in Section 5.4, to the other industrial cases, it needs to be replicated with different languages, tools, applications and application size.

The fourth threat came from the developers. Only two developers were involved in the study. This can hamper the generalizability of the study to other developers.

VII RELATED WORK

The problem of failed software does not only concern the domain of epidemiological surveillance. In fact, software developers of today face the problem of increasingly complex software as clients demand richer functionalities in shorter timescales. This has given rise to the software development question and dilemma: how to provide the customers with the software and software artifacts that fulfill their expectations in time and within the budget [41]? To respond to this question, related work proposes approaches and tools amongst which Model Driven Techniques and Agile Processes (refer to Section III. To write this related work section on the combination of Agile and MDE, we used Scopus, Semantic Scholar and Google Search engine to search for papers related to the development of: (1) any software, (2) health software, and (3) epidemiological systems. As demonstrated by Hessa and Kevin [52] in a review article published in 2022, a lot of work was proposed on the combination of Agile methodologies and MDA for the development of software systems in general. However, we found only two works [50, 57] proposing the combination of Agile and MDA for the development of health software.
in general and zero work for the development of epidemiological surveillance systems. In the following paragraphs, we present the two works and a table comparing these works with our work.

Kannan et al. [50] proposed the combination of Agile with Model Driven Development for the development of electronic health records (EHR) in the United States. On the one hand, the authors highlighted the problems when developing EHR which are: misunderstanding requirements, frequent product change requests, product defects, the developments are costly and time consuming. On the other hand, the authors have the challenge to develop EHR tools across 40 specialty academic medical center practices over one year. Thus, they thought it necessary to use a rapid yet high quality development approach such as the combination of Agile and MDD. Agile artifacts that were used involve User Stories, User Interface Storyboards, and Use Case Text. Concerning the MDD tools, the authors used the UML language to build diagrams to facilitate the communication amongst different stakeholders involved in the project. They used Class Diagram, Object Diagram, Use Case Diagrams, Decision Threes, Swimlane Workflow diagrams, and State Diagrams. They did not adopt any tool that is used to model and automatically generate the software source code. As results during the year of 2015, 58 EHR were developed, 111 EHR-based data collection tools built and 16.000 patients on registries. The authors found that the combination of Agile and MDD allows rapidly gaining consensus, acceptance, clarification on requirements and removing ambiguity. They recognized useful design patterns for re-use on subsequent projects.

Blagoj et al. [57] presents the national e-health system implemented in Serbia as "MojDoktor" and in Macedonia as "MojTermin". These systems are based on the same integrated health information platform. For its fast development and adoption, its architecture was designed with Agile methodologies. However, this system suffers problems such as: its extensibility, soundness, interoperability and standardization. To solve these issues, the authors proposed a formalization of the system design and its implementation as a Model Driven Architecture. The iterative and gradual development agile practice was adopted for the development. The models proposed involve a set of formal models on several abstraction levels, a model for data transformation that provides interfaces for interoperability between systems. The system were modeled by adopting the CIM, PIM and PSM:

- **Computational Independent Model**: consists of the workflow diagrams used to describe the business logic, and the document description.
- **Platform Independent Model**: on the one hand, the authors used several tools to model the system: class diagrams, abstract state machine to capture behavior formalism. On the other hand, they proposed a framework for describing the software architecture that is based on creating models, meta-models and constraints between meta-models. The models layer contains models that describe specific elements of the system (e.g., services, entities, process). The meta-model layer defines generic models for specific elements (e.g., services, entities, process).
- **Platform Specific Model**: this layer involves the source code that implements the different elements modeled by the PIM. For each model of the PIM, a platform specific implementation exists. These implementations must conform to the models, and the models must conform to the meta-models.

Using this organization, the authors demonstrated how the model built can be used to model and generate RESTful APIs. The authors used Visual Paradigm for UML for code generation. The code generated was REST API and API documentation. The main benefits highlighted by
## Table 8: Comparison of existing systems to our system

<table>
<thead>
<tr>
<th>System</th>
<th>Domain</th>
<th>Problem</th>
<th>Agile practice</th>
<th>MDE tools</th>
<th>Code gen.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Kannan et al. [50]</td>
<td>EHR</td>
<td>Misunderstanding requirements, Frequent product change requests, Product defects, Costly and time consuming development</td>
<td>User Stories, User Interface Storyboards, Use Case Text</td>
<td>Class Diagram, Object Diagram, Use Case Diagrams, Decision Trees, Swimlane Workflow diagrams, State Diagrams</td>
<td>No</td>
</tr>
<tr>
<td>Blagoj et al. [57]</td>
<td>e-health</td>
<td>Extensibility, Soundness, Interoperability, Standardization</td>
<td>Iterative and gradual development</td>
<td>CIM, PIM, PSM - Workflow diagrams, Class diagram, Abstract state machine diagram, Visual Paradigm</td>
<td>Yes (partial code generation)</td>
</tr>
<tr>
<td>Our work</td>
<td>Epi. Surv.</td>
<td>Requirements cannot be fixed and change generally</td>
<td>Sprint, Scrum boards, Scrum meetings, Scrum Team, Product Backlog, Iterative and Incremental</td>
<td>CIM, PIM, PSM - Class Diagram, Eclipse, Imogene</td>
<td>Yes</td>
</tr>
</tbody>
</table>

this new system are the abstraction of the complexity of the system through the MDA model, the standardization of the system to make it easy to exchange information with other systems, and the reduction of the development costs regarding the future improvements of the system.

We summarized this related work section in table 8. It presents the key comparison points of the two related work papers to our system. Given to this table, our work is the only work that proposes a tool for the automatic generation of a whole system. On the other hand, the work we proposed is the only work exploiting the whole potential of the agile methodologies and presenting step by step how a health information system can be modeled and generated using an Agile process and a MDA framework.

### VIII CONCLUSION

The main objective of this research was to answer the research question: "how to combine Scrum and MDA to develop and maintain epidemiological surveillance software?" Thus, we put together three empirical methods in software engineering to investigate the combination of Scrum and MDA for the development of epidemiological surveillance software and provide an answer to this research question (see Section 5.4). The survey was used to collect information on the system in place and how the solution should look like. Using Case Study research, we portrayed the development the software for epidemiological surveillance of tuberculosis so that it can be reused for other diseases. Action research allowed us to resolve the problem of failed software developed for epidemiological surveillance by involving health workers in the process of finding the solution.

Globally, we found that when the MDA tool is mature enough to generate the entire source code, the combination of Scrum and MDA allows effective development of epidemiological surveillance software. In effect, combining Scrum and MDA with an appropriate MDA tool has a positive impact on programmer productivity and satisfaction, development cost-effectiveness, timelines, and customer satisfaction. Scrum practices and models developed showed to be efficient practices to validate the evolution of the development and, therefore, facilitates more productive software development because customers are integrated and misunderstanding problems are solved as soon as possible. This was particularly observed during the validation of the Platform Independent Model by the National Tuberculosis Control Program staff and the validation of the software by end users. Thus, to combine Scrum and MDA to develop epidemiological surveillance software, Scrum practices (Involvement of stakeholders, Product Backlog definition, Sprint definition, Scrum iteration, Scrum meetings) must be used to build models and generate related software. The primary novelty of this work is the ability to use Scrum Process...
in the modeling and the generation of software. To our knowledge, the combination of Scrum and MDA for the complete development of health software has not been attempted previously.

The direct perspectives to this work are: (1) the application of the approach presented in Section 5.4 into many other settings in order to come up with a generic approach that can be applied in any epidemiological surveillance and other industrial settings. To this end, we are currently working with nutritionists on a system for nutrition (overnutrition and undernutrition) surveillance; (2) generally, many people whose domain experts and computer scientists intervene in the development of epidemiological surveillance systems. We are currently developing a Web version that can allow the collaborative modeling of the system (the same idea as Google Docs). On the other hand, we are working on the automatic generation of the PSM (imogene model) from the PIM (class diagram) and vice versa. To this end, we are exploring solutions such are srcML\textsuperscript{21} and papyrus\textsuperscript{22}.
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A SYSTEM ARCHITECTURE

Figure 3: Epidemiological surveillance platform architecture
B PLATFORM INDEPENDENT MODEL

Figure 4: The Platform Independent Model of EPICAM
C PLATFORM SPECIFIC MODEL

Figure 5: The Platform Specific Model of EPICAM constructed using the PIM
D SOME SCREENSHOTS OF THE APPLICATION GENERATED

Figure 6: The entry point of the EPICAM platform
Figure 7: The patient registration form
E  SCREENSHOTS FOR USER MANAGEMENT INTERFACE

The following figures present the screenshots of the UML model of user management and the user interface generated thereafter by the Imogene platform.

Figure 8: The class diagram of users management in the EPICAM platform

Figure 9: Interface presenting how rights are assigned to users
F  RESOURCE AVAILABILITY STATEMENT
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